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* Topics:
* [Machine Learning](https://www.section.io/engineering-education/topic/machine-learning/)

DBSCAN is a popular **density-based** data clustering algorithm. To cluster data points, this algorithm separates the high-density regions of the data from the low-density areas. Unlike the K-Means algorithm, the best thing with this algorithm is that we don’t need to provide the number of clusters required prior.

DBSCAN algorithm in Python

DBSCAN algorithm group points based on distance measurement, usually the *Euclidean distance* and the *minimum number of points*. An essential property of this algorithm is that it helps us track down the outliers as the points in low-density regions; hence it is not sensitive to outliers as is the case of K-Means clustering.

Prerequisites

To follow along the reader will need the following:

1. Python installed on your system or access to the Google Colab.
2. A Dataset available in the form of a CSV file.

Introduction

DBSCAN algorithm works with two parameters.

These parameters are:

1. **Epsilon (Eps):** This is the least distance required for two points to be termed as a neighbor. This distance is known as Epsilon (Eps). Thus we consider *Eps* as a threshold for considering two points as neighbors, i.e., if the distance between two points is utmost *Eps*, then we consider the two points to be neighbors.
2. **MinPoints:** This refers to the minimum number of points needed to construct a cluster. We consider MinPoints as a threshold for considering a cluster as a cluster. A cluster is only recognized if the number of points is greater than or equal to the *MinPts*.

We classify data points into three categories based on the two parameters above. So let us look at these categories.

Types of data points in a DBSCAN clustering

After the DBSCAN clustering is complete, we end up with three types of data points as follows:

1. **Core:** This is a point from which the two parameters above are fully defined, i.e., a point with at least *Minpoints* within the *Eps* distance from itself.
2. **Border:** This is any data point that is not a core point, but it has at least one *Core point* within *Eps* distance from itself.
3. **Noise:** This is a point with less than *Minpoints* within distance *Eps* from itself. Thus, it’s not a *Core* or a *Border*.

Let’s now look at the algorithmic steps of DBSCAN clustering.

DBSCAN algorithm

The following are the DBSCAN clustering algorithmic steps:

* **Step 1:** Initially, the algorithms start by selecting a point (x) randomly from the data set and finding all the neighbor points within *Eps* from it. If the number of *Eps-neighbours* is greater than or equal to **MinPoints**, we consider x a core point. Then, with its *Eps-neighbours*, x forms the first cluster.

After creating the first cluster, we examine all its member points and find their respective *Eps -neighbors*. If a member has at least *MinPoints* *Eps-neighbours*, we expand the initial cluster by adding those *Eps-neighbours* to the cluster. This continues until there are no more points to add to this cluster.

* **Step 2:** For any other core point not assigned to cluster, create a new cluster.
* **Step 3:** To the core point cluster, find and assign all points that are recursively connected to it.
* **Step 4:** Iterate through all unattended points in the dataset and assign them to the nearest cluster at *Eps* distance from themselves. If a point does not fit any available clusters, locate it as a noise point.

Python implementation of DBSCAN

As usual to any implementation, we get started with fetching the dataset and preparing it ready for our model implementation. However, first, let us download this data [here](https://github.com/Daniel695/datasets/blob/main/Mall_Customers.csv).

Data Preprocessing

Importing the required libraries

Let us begin by importing the required libraries for implementation on the algorithm.

import numpy as np

import matplotlib.pyplot as plt

import pandas as pd

data = pd.read\_csv("/content/drive/MyDrive/Mall\_Customers.csv") # importing the dataset

Exploratory data analysis

This is the process of investigating the available data and determining inconsistencies in patterns and other anomalies with the help of graphical representations and statistical summaries.

* Checking the head of the data.

data.head()

* Output
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* Checking the shape of the dataset.

print("Dataset shape:", data.shape)

Output

Dataset shape: (200, 5)

Next, we check if the dataset has any missing values.

# checking for NULL data in the datase

tdata.isnull().any().any()

Output

False

The above output means there are no missing values in our dataset. Since our data is ready to use, let us extract the Annual Income and the Spending Score columns and apply our DBSCAN model to them.

# extracting the above mentioned columns

x = data.loc[:, ['Annual Income (k$)',

'Spending Score (1-100)']].values

* Let us check the shape of x.

print(x.shape)

Output

(200, 2)

Before we apply the DBSCAN model, first, we need to obtain its two parameters.

1. MinPoints: We can obtain the minimum number of Points to be used to recognize a cluster, as follows:

* If the dataset has two dimensions, use the min sample per cluster as 4.
* If the data has more than two dimensions, the min sample per cluster should be: Min\_sample(MinPoints) = 2 \* Data dimension

Since our data is two-dimensional, we shall use the default value of 4 as our MinPoint parameter.

1. Epsilon (Eps): To calculate the value of *Eps*, we shall calculate the distance between each data point to its closest neighbor using the Nearest Neighbours. After that, we sort them and finally plot them. From the plot, we identify the maximum value at the curvature of the graph. This value is our *Eps*.

Compute data proximity from each other using Nearest Neighbours

from sklearn.neighbors import NearestNeighbors # importing the library

neighb = NearestNeighbors(n\_neighbors=2) # creating an object of the NearestNeighbors class

nbrs=neighb.fit(x) # fitting the data to the object

distances,indices=nbrs.kneighbors(x) # finding the nearest neighbours

Sorting and plot the distances between the data points

# Sort and plot the distances results

distances = np.sort(distances, axis = 0) # sorting the distances

distances = distances[:, 1] # taking the second column of the sorted distances

plt.rcParams['figure.figsize'] = (5,3) # setting the figure size

plt.plot(distances) # plotting the distances

plt.show() # showing the plot

Output

Executing the code above, we obtain the following plot:

![plot](data:image/png;base64,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)

From the above plot, we note the maximum curvature of the curve is about eight, and thus we picked our *Eps* as 8.

We now have our two parameters as:

* *MinPoints = 4*
* *Eps = 8*

Now that we have the parameters let us implement the DBSCAN model.

Implementing the DBSCAN model

from sklearn.cluster import DBSCAN

# cluster the data into five clusters

dbscan = DBSCAN(eps = 8, min\_samples = 4).fit(x) # fitting the model

labels = dbscan.labels\_ # getting the labels

# Plot the clusters

plt.scatter(x[:, 0], x[:,1], c = labels, cmap= "plasma") # plotting the clusters

plt.xlabel("Income") # X-axis label

plt.ylabel("Spending Score") # Y-axis label

plt.show() # showing the plot

Clusters plot
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